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**Q1.**

Implementation using python:

def extract\_sentence(sentence, start, end):

if start > end:

return ""

elif start == end:

return sentence[start]

else:

return sentence[start] + " " + extract\_sentence(sentence, start + 1, end)

The recurrence relation for the algorithm

T(n) = T(n-1) + c

Time complexity using tracing tree method

T(n) = T(n-1) + 1

= [T(n-2) + 1] + 1

= [T(n-3) + 1] + 1+ 1

= ...

= T(1) + (n-1)1

T(n) = O(n)

**Q2**.

Implementation using python:

def circular\_shift\_array(arr, k):

n = len(arr)

if n == 0:

return arr

k = k % n

result = [0] \* n

for i in range(k):

result[i] = arr[n - k + i]

for i in range(n - k):

result[k + i] = arr[i]

return result

The recurrence relation for this algorithm is:

T(n) = O(n)

Time complexity

T(n) = O(1) + O(n) + O(k) + O(n – k)

T(n) = O(1) + O(n) + O(1) + O(n)

T(n) = O(n)